
Chapter Problems

Problem 4
Given data arrays of  and  versus  for Ceria, fit a third degree poynomical function suitable for describing

 and  as a function of  using the _curvefit function from the scipy.optimize library.

NOTE: For this we will use Python and import tabulated data from a .csv file.
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In [6]: #Import necessary libraries and data arrays from files. 
import numpy as np 
import pandas as pd 
data1 = pd.read_csv('Change_in_EnthalpyVSDelta.csv') 
data2 = pd.read_csv('Change_in_EntropyVSDelta.csv') 
delta_h = np.array(data1) #Numpy array [[delta1,delta_h1],[delta2,delta_h2],...] 
delta_s = np.array(data2) #Numpy array [[delta1,delta_s1],[delta2,delta_s2],...] 

Plot extracted data by slicing the data array in different columns. The first column represents  and the second column
represents either  or 

δ

Δho Δso

In [7]: #Import necessary libraries and plot raw data for better visualization 
import matplotlib.pyplot as plt 
plt.plot(delta_h[:,0], delta_h[:,1], 'bo', markersize=3, label='Data '+'$\Delta$'+'$h_o$') 
plt.plot(delta_s[:,0], delta_s[:,1], 'g--', markersize=3, label='Data '+'$\Delta$'+'$s_o$') 
plt.xlabel('$\delta$') 
plt.ylabel('$\Delta$'+'$h_o$'+'$(kJ/mol)$'+' and '+'$\Delta$'+'$s_o$'+'$(J/molK)$') 
plt.legend(loc='center right') 
plt.show() 

Define a polynomial function poly dependent on delta (d) and the different coefficients of the polynomial (c1,c2,c3,c4)

In [8]: def poly(d,c1,c2,c3,c4): 
     return c1*d**3+c2*d**2+c3*d+c4 

In [9]: #Import necessary libraries and calculate the polynomial coefficients 
from scipy.optimize import curve_fit 
coeff1, pcov = curve_fit(poly, delta_h[:,0], delta_h[:,1]) 
coeff2, pcov = curve_fit(poly, delta_s[:,0], delta_s[:,1]) 
print('Coefficients for delta_h : ',coeff1) 
print('Coefficients for delta_s : ',coeff2) 

Plot curve fit polynomial function poly with the obtained coefficients along with the previously plotted raw data to show
comparison

In [10]: d_fit = np.arange(0,0.2,0.001) #Define new array for delta 
plt.plot(d_fit, poly(d_fit, *coeff1), 'r', label='Curve fit '+'$\Delta$'+'$h_o$') 
plt.plot(d_fit, poly(d_fit, *coeff2), 'k', label='Curve fit '+'$\Delta$'+'$s_o$') 
plt.plot(delta_h[:,0], delta_h[:,1], 'bo', markersize=3, label='Data '+'$\Delta$'+'$h_o$') 
plt.plot(delta_s[:,0], delta_s[:,1], 'g--', markersize=3, label='Data '+'$\Delta$'+'$s_o$') 
plt.xlabel('$\delta$') 
plt.ylabel('$\Delta$'+'$h_o$'+'$(kJ/mol)$'+' and '+'$\Delta$'+'$s_o$'+'$(J/molK)$') 
plt.legend(loc='center right') 
plt.show() 

Solution:  and  can now be computed as a function of  and the curve fit coefficients found, coeff1 and coeff2
respectively

Δho Δso δ

Problem 5
Given a temperature of operation  for Ceria and an initial amount of moles of water . Solve for  using an
iterative approach.

Background: The partial molar Gibbs free energy for Ceria , which is a function of both nonstoichiometry and temperature, is
expressed as two equations below: 

 
Also, the oxygen partial pressure  can be obtained from the reaction equilibrium analysis of the dissociation of . From (1.33) we
recognize that the reaction coordinate  is equal to ,

NOTE: For this we will use Python, and import data for the equilibrium constant of formation of water  from the NIST-JANAF website.
A curve fitting procedure needs to be applied, similar to Problem 4.
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In [11]: #Import Equilibrium Constant Data for formation of Water, 1bar, (l,g) 
data3 = pd.read_csv('H2O_Equilibrium_Constant.csv') 
Kf_H2O = np.array(data3) 

Plot extracted data by slicing the data array in different columns. The first column represents  while the second column
represents . The data has a linear relationship when plotted with  in the x-axis.
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In [12]: #Plot raw data fro better visualization 
plt.plot(1/(Kf_H2O[:,0]), Kf_H2O[:,1], 'bo', markersize=3, linewidth=0, label='$K_f$') 
plt.xlabel('$1/T$'+' [K]') 
plt.ylabel('log '+'$(K_f)$') 
plt.title('Equilibrium Constant for Formation of Water') 
plt.legend() 
plt.show() 

Define a function named linear dependent on the (x), the slope (m) and the y-intercept (b). Calculate the linear function
coefficients. Then, plot the curve fit function linear with the obtained coefficients along with the previously plotted raw data to
show comparison.

In [13]: def linear(x, m, b): 
     return m*x+b 
 
#Calculate the linear function coefficients in the same way as Problem 4 
coeff3, pcov = curve_fit(linear, 1/(Kf_H2O[:,0]), Kf_H2O[:,1]) 
print('Coefficients for Kf : ', coeff3) 

In [14]: xfit = np.arange(0,0.0035,0.00005) #Define new array for x 
plt.plot(1/(Kf_H2O[:,0]), Kf_H2O[:,1], 'bo', markersize=3, linewidth=0, label='$K_f$') 
plt.plot(xfit, linear(xfit, *coeff3), color='red', label='Curve fit '+'$K_f$') 
plt.xlabel('$1/T$'+' [K]') 
plt.ylabel('log '+'$(K_f)$') 
plt.title('Equilibrium Constant for Formation of Water') 
plt.legend() 
plt.show() 

Define functions for the partial molar Gibbs free energy as a function of both nonstoichiometry and temperature, make sure to
replace the expression for oxygen partial pressure into one of the functions. Delta(nonstoichiometry) is represented as .d

In [15]: #Define variables and fixed parameters 
R = 0.008314 #(kJ/mol K) 
T = 1273 #(K) 
df = 0.1 #(moles) 
n_H2O = df #(moles) 

In [16]: def Gibbs1(d): 
    return -R*T*np.log((n_H2O-(df-d))/((df-d)*10**(linear((1/T), *coeff3)))) 
def Gibbs2(d): 
    return poly(d, *coeff1)-poly(d, *coeff2)*T/1000 

Trial and error approach. Iteratively input values for delta such that . Modify values in both functions until the
result is approximately the same. If we substract both functions the value should get close to zero when the function values
are the same.

0.0 < δ < δf

In [17]: #Try d=0.08 
attempt = Gibbs1(0.08)-Gibbs2(0.08) 
print(attempt) 

In [18]: #Try d=0.09 
attempt = Gibbs1(0.09)-Gibbs2(0.09) 
print(attempt) 

In [19]: #Try d=0.06 
attempt = Gibbs1(0.06)-Gibbs2(0.06) 
print(attempt) 

In [20]: #Try d=0.05 
attempt = Gibbs1(0.05)-Gibbs2(0.05) 
print(attempt) 

Solution:  approximatelyδ = 0.05

Problem 6
Given a temperature of operation  for Ceria and an initial amount of moles of water . Solve for  and the 
yield. Create a solver/minimizer using the minimize function from the scipy.optimize library.

NOTE: For this we will use Python, and remember that , which is the difference between the final and initial nonstoichiometries.
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Define the function objective , which is the absolute value of the difference between both partial molar Gibbs free energy
expressions, in that way we guarantee the result gets as close possible to zero. The function objective is only dependent on
delta (d), an array with multiple elements. The first element d[0] is the one we will be solving for, while the rest belong to the
different coefficients we previously found.

In [21]: #Import necessary libraries for minimization procedure 
from scipy.optimize import minimize 
def objective(d): 
    return np.abs(((d[1]*d[0]**3+d[2]*d[0]**2+d[3]*d[0]+d[4])-(d[5]*d[0]**3+d[6]*d[0]**2+d[7]*d[0]+d[8
])*T/1000)\ 
                  +(R*T*np.log((n_H2O-(df-d[0]))/((df-d[0])*10**(linear((1/T), *coeff3)))))) 

When solving for d[0] we do not want to vary any of the other elements from delta (d). Therefore, we are setting every other
element to its respective coefficient value via constraints:

In [22]: con1 = {'type': 'eq', 'fun': lambda d: d[1]-coeff1[0]} 
con2 = {'type': 'eq', 'fun': lambda d: d[2]-coeff1[1]} 
con3 = {'type': 'eq', 'fun': lambda d: d[3]-coeff1[2]} 
con4 = {'type': 'eq', 'fun': lambda d: d[4]-coeff1[3]} 
con5 = {'type': 'eq', 'fun': lambda d: d[5]-coeff2[0]} 
con6 = {'type': 'eq', 'fun': lambda d: d[6]-coeff2[1]} 
con7 = {'type': 'eq', 'fun': lambda d: d[7]-coeff2[2]} 
con8 = {'type': 'eq', 'fun': lambda d: d[8]-coeff2[3]} 
constraints_d = [con1, con2, con3, con4, con5, con6, con7, con8] 

The minimization method we are using, (SLSQP), requires a set of initial guesses and boundaries for every value. Define
those parameters, then minimize the objective function.

In [23]: initial_guess = np.array([0.07, 1, 1, 1, 1, 1, 1, 1, 1]) 
b = (-50000, 50000) 
bounds_d = ((0.0,df-0.0001), b, b, b, b, b, b, b, b) 
solution = minimize(objective, initial_guess, method='SLSQP', constraints=constraints_d, options={'dis
p': False}, bounds=bounds_d) 
print('Value of Delta is: ', solution.x[0]) 

In [24]: print("H_2 yield is: ",df-solution.x[0]) 

Solution:  and δ = 0.0472 = 0.0528H2

Problem 7
Given 6 different temperatures of reduction , temperature of oxidation 

, and oxygen partial pressure  for Ceria. Compute  yield to reproduce data from Chueh et al.
Figure 17.a

NOTE: For this we will use Python, and remember that  (initial moles of water is equal to the nonstoichiometry after reduction).
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Perform minimization procedure to find the nonstoichiometry after reduction (d_red) knowing the relationship in between 
, , and  given by (1.52): 

 
Define function _objectivered depending only on delta (d) similar to Problem 6. However, the minimization procedure will
repeat using a for loop for every temperature of reduction (T_red). Then, the values of delta (d) will be stored in the array
(d_red) for later use.
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In [25]: #Define variables and fixed parameters 
T_red = np.array([2073, 1973, 1873, 1773, 1673, 1573]) #(K) 
O_pp = 1e-5 
d_red = np.array([]) 

In [26]: for i in range(0, T_red.size): 
    def objective_red(d): 
        return np.abs(np.log(O_pp**0.5)+((d[1]*d[0]**3+d[2]*d[0]**2+d[3]*d[0]+d[4])/(T_red[i]*R))\ 
               -((d[5]*d[0]**3+d[6]*d[0]**2+d[7]*d[0]+d[8])/(1000*R))) 
     
    #Define constraints to their respective coefficients values     
    con1 = {'type': 'eq', 'fun': lambda d: d[1]-coeff1[0]} 
    con2 = {'type': 'eq', 'fun': lambda d: d[2]-coeff1[1]} 
    con3 = {'type': 'eq', 'fun': lambda d: d[3]-coeff1[2]} 
    con4 = {'type': 'eq', 'fun': lambda d: d[4]-coeff1[3]} 
    con5 = {'type': 'eq', 'fun': lambda d: d[5]-coeff2[0]} 
    con6 = {'type': 'eq', 'fun': lambda d: d[6]-coeff2[1]} 
    con7 = {'type': 'eq', 'fun': lambda d: d[7]-coeff2[2]} 
    con8 = {'type': 'eq', 'fun': lambda d: d[8]-coeff2[3]} 
    constraints_red = [con1, con2, con3, con4, con5, con6, con7, con8] 
     
    #Define initial guess and bounds 
    ini_guess_red = np.array([0.03, 1, 1, 1, 1, 1, 1, 1, 1]) 
    b = (-50000, 50000) 
    bounds_red = ((0.0001,0.2), b, b, b, b, b, b, b, b) 
     
    #Minimize function objective_red 
    sol_red = minimize(objective_red, ini_guess_red, method='SLSQP', constraints=constraints_red, optio
ns={'disp': False}, bounds=bounds_red) 
    d_red = np.append(d_red, sol_red.x[0]) 

Perform minimization procedure to find nonstoichiometry after oxidation (d_ox) similar to Problem 6. Define function
_objectiveox depending only on delta (d). The minimization procedure will repeat using a for loop for different temperatures
of oxidation in the range . Then the values of delta (d) will be stored in the (H_2) array, remembering
that .

800K < < 1200KTox
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In [27]: #Define variables and fixed parameters 
n_H2O = d_red*1 
T_ox = np.arange(800,1200,10) 

In [28]: for ii in range(0, d_red.size-1): 
    H_2 = np.array([]) 
    for i in range(0, T_ox.size):    
        def objective_ox(d): 
            return np.abs(((d[1]*d[0]**3+d[2]*d[0]**2+d[3]*d[0]+d[4])-(d[5]*d[0]**3+d[6]*d[0]**2+d[7]*d
[0]+d[8])*T_ox[i]/1000)\ 
                      +(R*T_ox[i]*np.log((n_H2O[ii]-(d_red[ii]-d[0]))/((d_red[ii]-d[0])*10**linear((1/T
_ox[i]), *coeff3))))) 
         
        #Constraints will remain the same from reduction 
        #Define new initial guesses and bounds 
        ini_guess_ox = np.array([0.01, 1, 1, 1, 1, 1, 1, 1, 1]) 
        bounds_ox = ((0.0,d_red[ii]-0.0001), b, b, b, b, b, b, b, b) 
         
        #Minimize function objective_ox 
        sol_ox = minimize(objective_ox, ini_guess_ox, method='SLSQP', constraints=constraints_red, opti
ons={'disp': False}, bounds=bounds_ox) 
        H_2 = np.append(H_2, d_red[ii]-sol_ox.x[0]) 
     
    #For every T_red plot H_2 productivity as a function of T_ox 
    plt.plot(T_ox, H_2, 'r') 
    plt.plot(T_ox, np.repeat(d_red[ii], 40), 'b--', linewidth=1) 
    plt.xlabel('Oxidation Tempertature, '+' $T_L [K]$') 
    plt.ylim(0, 0.2) 
    plt.ylabel('$H_2$'+' Productivity') 
     
#Plot image with labels and text to reproduce original image as accurately as possible 
plt.text(1170, 0.182, '$\delta_i$') 
plt.text(810, 0.182, '$T_H=2073 K$') 
plt.text(810, 0.16, '$1973 K$') 
plt.text(810, 0.105, '$1873 K$') 
plt.text(810, 0.065, '$1773 K$') 
plt.text(810, 0.042, '$1673 K$') 
plt.text(810, 0.024, '$1573 K$') 
plt.plot(T_ox, np.repeat(d_red[5], 40), 'b--', linewidth=1) 
plt.show() 

<Figure size 640x480 with 1 Axes>

Coefficients for delta_h :  [-7385.80014712  4017.51492446  -889.65156973   474.07082102] 
Coefficients for delta_s :  [-42659.14948158  15579.16742436  -2173.31571416    279.33859835] 

Coefficients for Kf :  [ 1.31648379e+04 -3.13560258e+00] 

-30.502246290666164 

-41.151086232985364 

-12.975066084019687 

-3.0405284425706327 

Value of Delta is:  0.0472257161777355 

C:\Users\antma\Anaconda3\lib\site-packages\ipykernel_launcher.py:5: RuntimeWarning: divide by zero en
countered in log 
  """ 

H_2 yield is:  0.052774283822264505 

C:\Users\antma\Anaconda3\lib\site-packages\ipykernel_launcher.py:6: RuntimeWarning: divide by zero en
countered in log 
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      "text/plain": [
       "<Figure size 432x288 with 1 Axes>"
      ]
     },
     "metadata": {
      "needs_background": "light"
     },
     "output_type": "display_data"
    }
   ],
   "source": [
    "d_fit = np.arange(0,0.2,0.001) #Define new array for delta\n",
    "plt.plot(d_fit, poly(d_fit, *coeff1), 'r', label='Curve fit '+'$\\Delta$'+'$h_o$')\n",
    "plt.plot(d_fit, poly(d_fit, *coeff2), 'k', label='Curve fit '+'$\\Delta$'+'$s_o$')\n",
    "plt.plot(delta_h[:,0], delta_h[:,1], 'bo', markersize=3, label='Data '+'$\\Delta$'+'$h_o$')\n",
    "plt.plot(delta_s[:,0], delta_s[:,1], 'g--', markersize=3, label='Data '+'$\\Delta$'+'$s_o$')\n",
    "plt.xlabel('$\\delta$')\n",
    "plt.ylabel('$\\Delta$'+'$h_o$'+'$(kJ/mol)$'+' and '+'$\\Delta$'+'$s_o$'+'$(J/molK)$')\n",
    "plt.legend(loc='center right')\n",
    "plt.show()"
   ]
  },
  {
   "cell_type": "markdown",
   "metadata": {},
   "source": [
    ">**Solution:** $\\Delta h_o$ and $\\Delta s_o$ can now be computed as a function of $\\delta$ and the curve fit coefficients found, _coeff1_ and _coeff2_ respectively  \n",
    "___ "
   ]
  },
  {
   "cell_type": "markdown",
   "metadata": {},
   "source": [
    "## Problem 5  \n",
    "Given a temperature of operation $T=1273 K$ for Ceria and an initial amount of moles of water $n_{H_2O,i}= \\delta_f = 0.1$. Solve for $\\delta$ using an iterative approach.   \n",
    "\n",
    "**Background:** The partial molar Gibbs free energy for Ceria $\\Delta g_o$, which is a function of both nonstoichiometry and temperature, is expressed as two equations below:        \n",
    "\\begin{equation*}\n",
    "\\Delta g_o (\\delta,T) =-RT \\ln {p_O}_2 (\\delta,T)^{1/2} \\quad \\quad \\text{(1.50)}\n",
    "\\end{equation*}\n",
    "\\begin{equation*}\n",
    "\\Delta g_o (\\delta,T) = \\Delta h_o(\\delta) - T \\Delta s_o(\\delta) \\quad \\quad \\text{(1.51)}\n",
    "\\end{equation*}  \n",
    "Also, the oxygen partial pressure ${p_O}_2$ can be obtained from the reaction equilibrium analysis of the dissociation of $H_2O$. From (1.33) we recognize that the reaction coordinate $\\epsilon$ is equal to $\\delta_f - \\delta$,\n",
    "\\begin{equation*}\n",
    "K_{H_2O} = \\frac{(\\frac{\\epsilon}{n_{total}}) * {{p_O}_2}^{1/2}}{(\\frac{n_{H_2O,i}-\\epsilon}{n_{total}})} = \\\n",
    "\\frac{(\\delta_f - \\delta) * {{p_O}_2}^{1/2}}{n_{H_2O,i}-(\\delta_f - \\delta)}\n",
    "\\end{equation*}\n",
    "\\begin{equation*}\n",
    "{{p_O}_2}^{1/2} = \\frac{n_{H_2O,i} -{(\\delta_f - \\delta)}}{{(\\delta_f - \\delta)} * K_{f,H_2O}} \n",
    "\\end{equation*}   \n",
    "\n",
    "**NOTE:** For this we will use Python, and import data for the equilibrium constant of formation of water $K_{f,H_2O}$ from the [NIST-JANAF](https://janaf.nist.gov/) website. A curve fitting procedure needs to be applied, similar to Problem 4."
   ]
  },
  {
   "cell_type": "code",
   "execution_count": 11,
   "metadata": {},
   "outputs": [],
   "source": [
    "#Import Equilibrium Constant Data for formation of Water, 1bar, (l,g)\n",
    "data3 = pd.read_csv('H2O_Equilibrium_Constant.csv')\n",
    "Kf_H2O = np.array(data3)"
   ]
  },
  {
   "cell_type": "markdown",
   "metadata": {},
   "source": [
    ">Plot extracted data by slicing the data array in different columns. The first column represents $T (K)$ while the second column represents $log ({K_{f,H_2O}})$. The data has a linear relationship when plotted with $\\frac{1}{T}$ in the x-axis."
   ]
  },
  {
   "cell_type": "code",
   "execution_count": 12,
   "metadata": {},
   "outputs": [
    {
     "data": {
      "image/png": "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\n",
      "text/plain": [
       "<Figure size 432x288 with 1 Axes>"
      ]
     },
     "metadata": {
      "needs_background": "light"
     },
     "output_type": "display_data"
    }
   ],
   "source": [
    "#Plot raw data fro better visualization\n",
    "plt.plot(1/(Kf_H2O[:,0]), Kf_H2O[:,1], 'bo', markersize=3, linewidth=0, label='$K_f$')\n",
    "plt.xlabel('$1/T$'+' [K]')\n",
    "plt.ylabel('log '+'$(K_f)$')\n",
    "plt.title('Equilibrium Constant for Formation of Water')\n",
    "plt.legend()\n",
    "plt.show()"
   ]
  },
  {
   "cell_type": "markdown",
   "metadata": {},
   "source": [
    ">Define a function named _linear_ dependent on the **(x)**, the slope **(m)** and the y-intercept **(b)**. Calculate the _linear_ function coefficients. Then, plot the curve fit function _linear_ with the obtained coefficients along with the previously plotted raw data to show comparison."
   ]
  },
  {
   "cell_type": "code",
   "execution_count": 13,
   "metadata": {},
   "outputs": [
    {
     "name": "stdout",
     "output_type": "stream",
     "text": [
      "Coefficients for Kf :  [ 1.31648379e+04 -3.13560258e+00]\n"
     ]
    }
   ],
   "source": [
    "def linear(x, m, b):\n",
    "     return m*x+b\n",
    "\n",
    "#Calculate the linear function coefficients in the same way as Problem 4\n",
    "coeff3, pcov = curve_fit(linear, 1/(Kf_H2O[:,0]), Kf_H2O[:,1])\n",
    "print('Coefficients for Kf : ', coeff3)"
   ]
  },
  {
   "cell_type": "code",
   "execution_count": 14,
   "metadata": {},
   "outputs": [
    {
     "data": {
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      "text/plain": [
       "<Figure size 432x288 with 1 Axes>"
      ]
     },
     "metadata": {
      "needs_background": "light"
     },
     "output_type": "display_data"
    }
   ],
   "source": [
    "xfit = np.arange(0,0.0035,0.00005) #Define new array for x\n",
    "plt.plot(1/(Kf_H2O[:,0]), Kf_H2O[:,1], 'bo', markersize=3, linewidth=0, label='$K_f$')\n",
    "plt.plot(xfit, linear(xfit, *coeff3), color='red', label='Curve fit '+'$K_f$')\n",
    "plt.xlabel('$1/T$'+' [K]')\n",
    "plt.ylabel('log '+'$(K_f)$')\n",
    "plt.title('Equilibrium Constant for Formation of Water')\n",
    "plt.legend()\n",
    "plt.show()"
   ]
  },
  {
   "cell_type": "markdown",
   "metadata": {},
   "source": [
    ">Define functions for the partial molar Gibbs free energy as a function of both nonstoichiometry and temperature, make sure to replace the expression for oxygen partial pressure into one of the functions. Delta(nonstoichiometry) is represented as $d$."
   ]
  },
  {
   "cell_type": "code",
   "execution_count": 15,
   "metadata": {},
   "outputs": [],
   "source": [
    "#Define variables and fixed parameters\n",
    "R = 0.008314 #(kJ/mol K)\n",
    "T = 1273 #(K)\n",
    "df = 0.1 #(moles)\n",
    "n_H2O = df #(moles)"
   ]
  },
  {
   "cell_type": "code",
   "execution_count": 16,
   "metadata": {},
   "outputs": [],
   "source": [
    "def Gibbs1(d):\n",
    "    return -R*T*np.log((n_H2O-(df-d))/((df-d)*10**(linear((1/T), *coeff3))))\n",
    "def Gibbs2(d):\n",
    "    return poly(d, *coeff1)-poly(d, *coeff2)*T/1000"
   ]
  },
  {
   "cell_type": "markdown",
   "metadata": {},
   "source": [
    ">Trial and error approach. Iteratively input values for delta such that $0.0 < \\delta < \\delta_f$. Modify values in both functions until the result is approximately the same. If we substract both functions the value should get close to zero when the function values are the same."
   ]
  },
  {
   "cell_type": "code",
   "execution_count": 17,
   "metadata": {},
   "outputs": [
    {
     "name": "stdout",
     "output_type": "stream",
     "text": [
      "-30.502246290666164\n"
     ]
    }
   ],
   "source": [
    "#Try d=0.08\n",
    "attempt = Gibbs1(0.08)-Gibbs2(0.08)\n",
    "print(attempt)"
   ]
  },
  {
   "cell_type": "code",
   "execution_count": 18,
   "metadata": {},
   "outputs": [
    {
     "name": "stdout",
     "output_type": "stream",
     "text": [
      "-41.151086232985364\n"
     ]
    }
   ],
   "source": [
    "#Try d=0.09\n",
    "attempt = Gibbs1(0.09)-Gibbs2(0.09)\n",
    "print(attempt)"
   ]
  },
  {
   "cell_type": "code",
   "execution_count": 19,
   "metadata": {},
   "outputs": [
    {
     "name": "stdout",
     "output_type": "stream",
     "text": [
      "-12.975066084019687\n"
     ]
    }
   ],
   "source": [
    "#Try d=0.06\n",
    "attempt = Gibbs1(0.06)-Gibbs2(0.06)\n",
    "print(attempt)"
   ]
  },
  {
   "cell_type": "code",
   "execution_count": 20,
   "metadata": {},
   "outputs": [
    {
     "name": "stdout",
     "output_type": "stream",
     "text": [
      "-3.0405284425706327\n"
     ]
    }
   ],
   "source": [
    "#Try d=0.05\n",
    "attempt = Gibbs1(0.05)-Gibbs2(0.05)\n",
    "print(attempt)"
   ]
  },
  {
   "cell_type": "markdown",
   "metadata": {},
   "source": [
    ">**Solution:** $\\delta = 0.05$ approximately\n",
    "___ "
   ]
  },
  {
   "cell_type": "markdown",
   "metadata": {},
   "source": [
    "## Problem 6\n",
    "Given a temperature of operation $T=1273 K$ for Ceria and an initial amount of moles of water $n_{H_2O,i}= \\delta_f = 0.1$. Solve for $\\delta$ and the $H_2$ yield. Create a solver/minimizer using the _minimize_ function from the _scipy.optimize_ library.\n",
    "\n",
    "**NOTE:** For this we will use Python, and remember that $H_2 = \\delta_f - \\delta $, which is the difference between the final and initial nonstoichiometries."
   ]
  },
  {
   "cell_type": "markdown",
   "metadata": {},
   "source": [
    ">Define the function _objective_ , which is the absolute value of the difference between both partial molar Gibbs free energy expressions, in that way we guarantee the result gets as close possible to zero. The function _objective_ is only dependent on delta **(d)**, an array with multiple elements. The first element **d[0]** is the one we will be solving for, while the rest belong to the different coefficients we previously found."
   ]
  },
  {
   "cell_type": "code",
   "execution_count": 21,
   "metadata": {},
   "outputs": [],
   "source": [
    "#Import necessary libraries for minimization procedure\n",
    "from scipy.optimize import minimize\n",
    "def objective(d):\n",
    "    return np.abs(((d[1]*d[0]**3+d[2]*d[0]**2+d[3]*d[0]+d[4])-(d[5]*d[0]**3+d[6]*d[0]**2+d[7]*d[0]+d[8])*T/1000)\\\n",
    "                  +(R*T*np.log((n_H2O-(df-d[0]))/((df-d[0])*10**(linear((1/T), *coeff3))))))"
   ]
  },
  {
   "cell_type": "markdown",
   "metadata": {},
   "source": [
    ">When solving for **d[0]** we do not want to vary any of the other elements from delta **(d)**. Therefore, we are setting every other element to its respective coefficient value via constraints:"
   ]
  },
  {
   "cell_type": "code",
   "execution_count": 22,
   "metadata": {},
   "outputs": [],
   "source": [
    "con1 = {'type': 'eq', 'fun': lambda d: d[1]-coeff1[0]}\n",
    "con2 = {'type': 'eq', 'fun': lambda d: d[2]-coeff1[1]}\n",
    "con3 = {'type': 'eq', 'fun': lambda d: d[3]-coeff1[2]}\n",
    "con4 = {'type': 'eq', 'fun': lambda d: d[4]-coeff1[3]}\n",
    "con5 = {'type': 'eq', 'fun': lambda d: d[5]-coeff2[0]}\n",
    "con6 = {'type': 'eq', 'fun': lambda d: d[6]-coeff2[1]}\n",
    "con7 = {'type': 'eq', 'fun': lambda d: d[7]-coeff2[2]}\n",
    "con8 = {'type': 'eq', 'fun': lambda d: d[8]-coeff2[3]}\n",
    "constraints_d = [con1, con2, con3, con4, con5, con6, con7, con8]"
   ]
  },
  {
   "cell_type": "markdown",
   "metadata": {},
   "source": [
    ">The minimization method we are using, **(SLSQP)**, requires a set of initial guesses and boundaries for every value. Define those parameters, then minimize the _objective_ function."
   ]
  },
  {
   "cell_type": "code",
   "execution_count": 23,
   "metadata": {},
   "outputs": [
    {
     "name": "stdout",
     "output_type": "stream",
     "text": [
      "Value of Delta is:  0.0472257161777355\n"
     ]
    },
    {
     "name": "stderr",
     "output_type": "stream",
     "text": [
      "C:\\Users\\antma\\Anaconda3\\lib\\site-packages\\ipykernel_launcher.py:5: RuntimeWarning: divide by zero encountered in log\n",
      "  \"\"\"\n"
     ]
    }
   ],
   "source": [
    "initial_guess = np.array([0.07, 1, 1, 1, 1, 1, 1, 1, 1])\n",
    "b = (-50000, 50000)\n",
    "bounds_d = ((0.0,df-0.0001), b, b, b, b, b, b, b, b)\n",
    "solution = minimize(objective, initial_guess, method='SLSQP', constraints=constraints_d, options={'disp': False}, bounds=bounds_d)\n",
    "print('Value of Delta is: ', solution.x[0])"
   ]
  },
  {
   "cell_type": "code",
   "execution_count": 24,
   "metadata": {},
   "outputs": [
    {
     "name": "stdout",
     "output_type": "stream",
     "text": [
      "H_2 yield is:  0.052774283822264505\n"
     ]
    }
   ],
   "source": [
    "print(\"H_2 yield is: \",df-solution.x[0])"
   ]
  },
  {
   "cell_type": "markdown",
   "metadata": {},
   "source": [
    ">**Solution:** $\\delta = 0.0472$ and $H_2 = 0.0528$\n",
    "___"
   ]
  },
  {
   "cell_type": "markdown",
   "metadata": {},
   "source": [
    "## Problem 7\n",
    "Given 6 different temperatures of reduction $T_H=1573,1673,1773,1873,1973,2073 K$, temperature of oxidation $800K <T_L<1200K$, and oxygen partial pressure ${p_O}_2=0.00001$ for Ceria. Compute $H_2$ yield to reproduce data from Chueh et al. **Figure 17.a**  \n",
    "\n",
    "**NOTE:** For this we will use Python, and remember that $n_{H_2O,i}= \\delta_f$ (initial moles of water is equal to the nonstoichiometry after reduction).  "
   ]
  },
  {
   "cell_type": "markdown",
   "metadata": {},
   "source": [
    ">Perform minimization procedure to find the nonstoichiometry after reduction **(d_red)** knowing the relationship in between ${p_O}_2$, $T$, and $\\delta$ given by (1.52):  \n",
    "\\begin{equation*}\n",
    "\\ln {p_O}_2 (\\delta,T)^{1/2} = -\\frac{1}{T} \\frac{\\Delta h_o (\\delta)}{R} + \\frac{\\Delta s_o (\\delta)}{R} \\quad \\quad \\text{(1.52)}\n",
    "\\end{equation*}  \n",
    "Define function _objective_red_ depending only on delta **(d)** similar to Problem 6. However, the minimization procedure will repeat using a _for loop_ for every temperature of reduction **(T_red)**. Then, the values of delta **(d)** will be stored in the array **(d_red)** for later use."
   ]
  },
  {
   "cell_type": "code",
   "execution_count": 25,
   "metadata": {},
   "outputs": [],
   "source": [
    "#Define variables and fixed parameters\n",
    "T_red = np.array([2073, 1973, 1873, 1773, 1673, 1573]) #(K)\n",
    "O_pp = 1e-5\n",
    "d_red = np.array([])"
   ]
  },
  {
   "cell_type": "code",
   "execution_count": 26,
   "metadata": {},
   "outputs": [],
   "source": [
    "for i in range(0, T_red.size):\n",
    "    def objective_red(d):\n",
    "        return np.abs(np.log(O_pp**0.5)+((d[1]*d[0]**3+d[2]*d[0]**2+d[3]*d[0]+d[4])/(T_red[i]*R))\\\n",
    "               -((d[5]*d[0]**3+d[6]*d[0]**2+d[7]*d[0]+d[8])/(1000*R)))\n",
    "    \n",
    "    #Define constraints to their respective coefficients values    \n",
    "    con1 = {'type': 'eq', 'fun': lambda d: d[1]-coeff1[0]}\n",
    "    con2 = {'type': 'eq', 'fun': lambda d: d[2]-coeff1[1]}\n",
    "    con3 = {'type': 'eq', 'fun': lambda d: d[3]-coeff1[2]}\n",
    "    con4 = {'type': 'eq', 'fun': lambda d: d[4]-coeff1[3]}\n",
    "    con5 = {'type': 'eq', 'fun': lambda d: d[5]-coeff2[0]}\n",
    "    con6 = {'type': 'eq', 'fun': lambda d: d[6]-coeff2[1]}\n",
    "    con7 = {'type': 'eq', 'fun': lambda d: d[7]-coeff2[2]}\n",
    "    con8 = {'type': 'eq', 'fun': lambda d: d[8]-coeff2[3]}\n",
    "    constraints_red = [con1, con2, con3, con4, con5, con6, con7, con8]\n",
    "    \n",
    "    #Define initial guess and bounds\n",
    "    ini_guess_red = np.array([0.03, 1, 1, 1, 1, 1, 1, 1, 1])\n",
    "    b = (-50000, 50000)\n",
    "    bounds_red = ((0.0001,0.2), b, b, b, b, b, b, b, b)\n",
    "    \n",
    "    #Minimize function objective_red\n",
    "    sol_red = minimize(objective_red, ini_guess_red, method='SLSQP', constraints=constraints_red, options={'disp': False}, bounds=bounds_red)\n",
    "    d_red = np.append(d_red, sol_red.x[0])"
   ]
  },
  {
   "cell_type": "markdown",
   "metadata": {},
   "source": [
    ">Perform minimization procedure to find nonstoichiometry after oxidation **(d_ox)** similar to Problem 6. Define function _objective_ox_ depending only on delta **(d)**. The minimization procedure will repeat using a _for loop_ for different temperatures of oxidation in the range $800K <T_{ox}< 1200K$. Then the values of delta **(d)** will be stored in the **(H_2)** array, remembering that $H_2 = \\delta_{red} - \\delta_{ox}$."
   ]
  },
  {
   "cell_type": "code",
   "execution_count": 27,
   "metadata": {},
   "outputs": [],
   "source": [
    "#Define variables and fixed parameters\n",
    "n_H2O = d_red*1\n",
    "T_ox = np.arange(800,1200,10)"
   ]
  },
  {
   "cell_type": "code",
   "execution_count": 28,
   "metadata": {},
   "outputs": [
    {
     "name": "stderr",
     "output_type": "stream",
     "text": [
      "C:\\Users\\antma\\Anaconda3\\lib\\site-packages\\ipykernel_launcher.py:6: RuntimeWarning: divide by zero encountered in log\n",
      "  \n"
     ]
    },
    {
     "data": {
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      "text/plain": [
       "<Figure size 432x288 with 1 Axes>"
      ]
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     "metadata": {
      "needs_background": "light"
     },
     "output_type": "display_data"
    }
   ],
   "source": [
    "for ii in range(0, d_red.size-1):\n",
    "    H_2 = np.array([])\n",
    "    for i in range(0, T_ox.size):   \n",
    "        def objective_ox(d):\n",
    "            return np.abs(((d[1]*d[0]**3+d[2]*d[0]**2+d[3]*d[0]+d[4])-(d[5]*d[0]**3+d[6]*d[0]**2+d[7]*d[0]+d[8])*T_ox[i]/1000)\\\n",
    "                      +(R*T_ox[i]*np.log((n_H2O[ii]-(d_red[ii]-d[0]))/((d_red[ii]-d[0])*10**linear((1/T_ox[i]), *coeff3)))))\n",
    "        \n",
    "        #Constraints will remain the same from reduction\n",
    "        #Define new initial guesses and bounds\n",
    "        ini_guess_ox = np.array([0.01, 1, 1, 1, 1, 1, 1, 1, 1])\n",
    "        bounds_ox = ((0.0,d_red[ii]-0.0001), b, b, b, b, b, b, b, b)\n",
    "        \n",
    "        #Minimize function objective_ox\n",
    "        sol_ox = minimize(objective_ox, ini_guess_ox, method='SLSQP', constraints=constraints_red, options={'disp': False}, bounds=bounds_ox)\n",
    "        H_2 = np.append(H_2, d_red[ii]-sol_ox.x[0])\n",
    "    \n",
    "    #For every T_red plot H_2 productivity as a function of T_ox\n",
    "    plt.plot(T_ox, H_2, 'r')\n",
    "    plt.plot(T_ox, np.repeat(d_red[ii], 40), 'b--', linewidth=1)\n",
    "    plt.xlabel('Oxidation Tempertature, '+' $T_L [K]$')\n",
    "    plt.ylim(0, 0.2)\n",
    "    plt.ylabel('$H_2$'+' Productivity')\n",
    "    \n",
    "#Plot image with labels and text to reproduce original image as accurately as possible\n",
    "plt.text(1170, 0.182, '$\\delta_i$')\n",
    "plt.text(810, 0.182, '$T_H=2073 K$')\n",
    "plt.text(810, 0.16, '$1973 K$')\n",
    "plt.text(810, 0.105, '$1873 K$')\n",
    "plt.text(810, 0.065, '$1773 K$')\n",
    "plt.text(810, 0.042, '$1673 K$')\n",
    "plt.text(810, 0.024, '$1573 K$')\n",
    "plt.plot(T_ox, np.repeat(d_red[5], 40), 'b--', linewidth=1)\n",
    "plt.show()"
   ]
  }
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